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## **Задание**

1. Исследуйте UML диаграмму классов на рисунке 1 и понаблюдайте, как она выражает то, что мы говорили выше в словах. Убедитесь, что вы понимаете все аспекты диаграммы.
2. Расширить и модифицировать исходный код WaitList, как необходимо, чтобы полностью реализовать всю схему UML. Включить комментарии Javadoc. Обратите внимание на переключение ролей после реализации каждого интерфейса / класса!
3. Изучение работу метода main(), которая использует ваши новые классы и интерфейс.

## **Ход Работы**

В ходе выполнения работы были получены следующие исходные коды:

package ru.mirea.inbo0220.markaryants.pr8;  
  
import java.util.Collection;  
  
public interface IWaitList<E> {  
 public void add(E element);  
 public E remove();  
 public boolean contains(E element);  
 public boolean containsAll(Collection<E> c);  
 public boolean isEmpty();  
}

package ru.mirea.inbo0220.markaryants.pr8;  
  
import java.util.Collection;  
import java.util.Iterator;  
import java.util.concurrent.ConcurrentLinkedQueue;  
  
public class WaitList<E> implements IWaitList<E>{  
 protected ConcurrentLinkedQueue<E> content = new ConcurrentLinkedQueue<E>();  
 @Override  
 public void add(E element) {  
 content.add(element);  
 }  
  
 @Override  
 public E remove() {  
 return content.poll();  
 }  
  
 @Override  
 public boolean contains(E element) {  
 return content.contains(element);  
 }  
  
 @Override  
 public boolean containsAll(Collection<E> c) {  
 Iterator<E> it = c.iterator();  
 while (it.hasNext())  
 if (!content.contains(it.next()))  
 return false;  
 return true;  
 }  
  
 @Override  
 public boolean isEmpty() {  
 return content.isEmpty();  
 }  
 public WaitList() {  
 }  
 public WaitList(Collection<E> c) {  
 Iterator<E> it = c.iterator();  
 while (it.hasNext())  
 content.add(it.next());  
 }  
  
 @Override  
 public String toString() {  
 return "WaitList{" +  
 "content=" + content +  
 '}';  
 }  
}

package ru.mirea.inbo0220.markaryants.pr8;  
  
import java.util.Iterator;  
  
public class UnfairWaitList<E> extends WaitList<E>{  
 public UnfairWaitList() {  
 }  
 public void remove(E element) {  
 Iterator<E> it = content.iterator();  
 while (it.hasNext())  
 if (it.next() == element)  
 it.remove();  
 }  
 public void moveToBack(E element) {  
 Iterator<E> it = content.iterator();  
 while (it.hasNext()) {  
 E a = it.next();  
 if (a == element){  
 it.remove();  
 content.add(a);  
 break;  
 }  
 }  
 }  
}

package ru.mirea.inbo0220.markaryants.pr8;  
  
import java.util.Collection;  
import java.util.Iterator;  
import java.util.Scanner;  
  
public class BoundedWaitList<E> extends WaitList<E>{  
 private int capacity;  
 public BoundedWaitList(int capacity){  
 this.capacity = capacity;  
 }  
 public BoundedWaitList(Collection<E> c){  
 System.*out*.print("Размер списка: ");  
 Scanner in = new Scanner(System.*in*);  
 capacity = in.nextInt();  
 Iterator<E> it = c.iterator();  
 while (it.hasNext() && content.size()<capacity)  
 content.add(it.next());  
 }  
 public int getCapacity() {  
 return capacity;  
 }  
 public void add(E element){  
 if (content.size() < capacity)  
 content.add(element);  
 else  
 System.*out*.println("Список заполнен");  
 }  
  
 @Override  
 public String toString() {  
 return "BoundedWaitList{" +  
 "capacity=" + capacity +  
 "} " + content;  
 }  
}

package ru.mirea.inbo0220.markaryants.pr8;  
  
import java.util.ArrayList;  
  
public class Test {  
 public static void main(String[] args) {  
 ArrayList<Integer> arr = new ArrayList<Integer>();  
 arr.add(2);  
 arr.add(4);  
 arr.add(8);  
 WaitList<Integer> o1 = new WaitList<Integer>(arr);  
 o1.add(2);  
 System.*out*.println(o1.toString());  
 if (!o1.isEmpty())  
 System.*out*.println("remove: " + o1.remove());  
 System.*out*.println("contains: " + o1.contains(33));  
 System.*out*.println("containsAll: " + o1.containsAll(arr));  
 System.*out*.println("isEmpty: " + o1.isEmpty());  
 System.*out*.println(o1.toString());  
 System.*out*.println("");  
 BoundedWaitList<Integer> o2 = new BoundedWaitList<Integer>(arr);  
 o2.add(2);  
 System.*out*.println(o2.toString());  
 if (!o1.isEmpty())  
 System.*out*.println("remove: " + o2.remove());  
 System.*out*.println("contains: " + o2.contains(50));  
 System.*out*.println("containsAll: " + o2.containsAll(arr));  
 System.*out*.println("isEmpty: " + o2.isEmpty());  
 System.*out*.println(o2.toString());  
 System.*out*.println("");  
 UnfairWaitList<Integer> o3 = new UnfairWaitList<Integer>();  
 o3.add(1);  
 o3.add(2);  
 o3.add(3);  
 o3.add(4);  
 o3.add(5);  
 o3.add(10000);  
 o3.add(20000);  
 System.*out*.println(o3.toString());  
 if (!o1.isEmpty())  
 System.*out*.println("remove: " + o3.remove());  
 System.*out*.println("contains: " + o3.contains(100));  
 System.*out*.println("containsAll: " + o3.containsAll(arr));  
 System.*out*.println("isEmpty: " + o3.isEmpty());  
 System.*out*.println(o3.toString());  
 o3.remove(2);  
 System.*out*.println("Remove - 2 " + o3.toString());  
 o3.moveToBack(3);  
 System.*out*.println("moveToBack - 5 " + o3.toString());  
 }  
}

## **Вывод**

Выполнив практическую работу, я получил навыки работы со списками ожидания в языке Java.